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**Задание**

1. Написать программу, осуществляющую кодирование текста путем шифра замены. Для реализации алгоритма используйте собственный генератор псевдослучайных чисел.

2. Написать программу, шифрующую сообщение методом перестановки. Для реализации алгоритма используйте собственный генератор псевдослучайных чисел.

3. Создать алгоритм «взбивания» сообщения, используя систему шифрования DES. Для реализации алгоритма используйте собственный генератор псевдослучайных чисел.

4. Создайте компьютерную модель криптографической машины Энигма. Для реализации алгоритма используйте собственный генератор псевдослучайных чисел.

**Ход работы**
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Рисунок 1 – Шифр замены
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Рисунок 2 – Метод перестановки

![](data:image/png;base64,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)![](data:image/png;base64,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)

Рисунок 3 – Алгоритм DES (сверху зашифрованное сообщение, снизу расшифрованное)
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Рисунок 4 - Энигма

**Код**

**«Program.cs»**

using System;

using System.Collections.Generic;

namespace IS\_L\_3

{

class Program

{

static void Main(string[] args)

{

while (true)

{

Console.Clear();

Console.WriteLine("1 - Шифр замены");

Console.WriteLine("2 - Метод перестановки");

Console.WriteLine("3 - DES");

Console.WriteLine("4 - Энигма");

Console.WriteLine("0 - Выход");

int res = Convert.ToInt32(Console.ReadLine());

switch (res)

{

case 1:

{

Console.Clear();

task1 t1 = new task1();

int n = 5;

string result = t1.Replacement("some text with another not some text", n);

Console.WriteLine($"Шифрованный тект: {result}");

Console.WriteLine($"Исходный тект: {t1.Replacement(result, n)}");

Console.ReadLine();

break;

}

case 2:

{

Console.Clear();

task1 t1 = new task1();

task2 t2 = new task2();

int n = 5;

string key = "87654321";

string text = "some text with another very not some text";

string result = t2.EncryptPermutation(t1.Replacement(text, n), key);

Console.WriteLine($"Шифрованный тект: {result}");

Console.WriteLine($"Исходный тект: {t1.Replacement(t2.EncryptPermutation(result, key), n)}");

Console.ReadLine();

break;

}

case 3:

{

Console.Clear();

task3 t3 = new task3();

string key = "somekey";

string text = "some text with another very not some text";

string keyDecoded = t3.EncryptDES(text, key);

Console.WriteLine($"Исходный тект: {t3.DecryptDES(keyDecoded)}");

Console.ReadLine();

break;

}

case 4:

{

Console.Clear();

task4 t4 = new task4();

string text = "some text with another very not some text";

t4.Enigma(text);

Console.ReadLine();

break;

}

case 0:

return;

default:

Console.WriteLine("Нет такой команды");

break;

}

}

}

public static List<int> MZ(int n)

{

List<int> nums = new List<int>();

List<int> fib = new List<int>();

fib.Add(1);

fib.Add(1);

for (int i = 2; i < 1000; i++)

{

fib.Add(fib[i - 2] + fib[i - 1]);

}

for (int i = 0; i < fib.Count; i++)

{

string str = fib[i].ToString();

str = str[str.Length - 1].ToString();

fib[i] = Convert.ToInt32(str);

}

for (int i = 0; i < fib.Count; i += n)

{

nums.Add(fib[i]);

}

return nums;

}

}

}

**«task1.cs»**

using System;

using System.Collections.Generic;

namespace IS\_L\_3

{

class task1

{

public string Replacement(string text, int n)

{

string result = "";

List<int> nums = Program.MZ(n);

for (int i = 0; i < text.Length; i++)

{

var tmp = Convert.ToChar(text[i] ^ nums[5]);

result += tmp;

}

return result;

}

}

}

**«task2.cs»**

namespace IS\_L\_3

{

class task2

{

public string EncryptPermutation(string text, string key)

{

string result = "";

while (key.Length < text.Length)

{

int l = (text.Length > key.Length) ? key.Length : text.Length;

string tmp = text.Substring(0, l);

text = text.Remove(0, l);

for (int i = 0; i < key.Length; i++)

{

int index = key[i] - '0' - 1;

result += tmp[index];

}

}

return result;

}

}

}

**«task3.cs»**

using System;

using System.IO;

namespace IS\_L\_3

{

class task3

{

private const int sizeOfBlock = 128;

private const int sizeOfChar = 16;

private const int shiftKey = 2;

private const int quantityOfRounds = 16;

string[] Blocks;

public string EncryptDES(string text, string key)

{

string result = "";

string newText = StringToRightLength(text);

CutStringIntoBlocks(newText);

key = CorrectKeyWord(key, newText.Length / (2 \* Blocks.Length));

string tmpKey = key;

Console.WriteLine($"tmpKey:{tmpKey}");

key = StringToBinaryFormat(key);

for (int j = 0; j < quantityOfRounds; j++)

{

for (int i = 0; i < Blocks.Length; i++)

Blocks[i] = EncodeDES\_One\_Round(Blocks[i], key);

key = KeyToNextRound(key);

}

key = KeyToPrevRound(key);

string keyDecoded = StringFromBinaryToNormalFormat(key);

Console.WriteLine($"keyEncoded: {keyDecoded}");

for (int i = 0; i < Blocks.Length; i++)

result += Blocks[i];

StreamWriter sw = new StreamWriter("out1.txt");

sw.WriteLine(StringFromBinaryToNormalFormat(result));

sw.Close();

return keyDecoded;

}

public string DecryptDES(string keyDecoded)

{

string result = "";

string key = StringToBinaryFormat(keyDecoded);

string text = "";

StreamReader sr = new StreamReader("out1.txt");

while (!sr.EndOfStream)

{

text += sr.ReadLine();

}

sr.Close();

text = StringToBinaryFormat(text);

CutBinaryStringIntoBlocks(text);

for (int j = 0; j < quantityOfRounds; j++)

{

for (int i = 0; i < Blocks.Length; i++)

Blocks[i] = DecodeDES\_One\_Round(Blocks[i], key);

key = KeyToPrevRound(key);

}

key = KeyToNextRound(key);

string oldKey = StringFromBinaryToNormalFormat(key);

Console.WriteLine($"oldKey: {oldKey}");

for (int i = 0; i < Blocks.Length; i++)

result += Blocks[i];

StreamWriter sw = new StreamWriter("out2.txt");

sw.WriteLine(StringFromBinaryToNormalFormat(result));

sw.Close();

return result;

}

private string StringToRightLength(string input)

{

while (((input.Length \* sizeOfChar) % sizeOfBlock) != 0)

input += "#";

return input;

}

private void CutStringIntoBlocks(string input)

{

Blocks = new string[(input.Length \* sizeOfChar) / sizeOfBlock];

int lengthOfBlock = input.Length / Blocks.Length;

for (int i = 0; i < Blocks.Length; i++)

{

Blocks[i] = input.Substring(i \* lengthOfBlock, lengthOfBlock);

Blocks[i] = StringToBinaryFormat(Blocks[i]);

}

}

private void CutBinaryStringIntoBlocks(string input)

{

Blocks = new string[input.Length / sizeOfBlock];

int lengthOfBlock = input.Length / Blocks.Length;

for (int i = 0; i < Blocks.Length; i++)

Blocks[i] = input.Substring(i \* lengthOfBlock, lengthOfBlock);

}

private string StringToBinaryFormat(string input)

{

string output = "";

for (int i = 0; i < input.Length; i++)

{

string char\_binary = Convert.ToString(input[i], 2);

while (char\_binary.Length < sizeOfChar)

char\_binary = "0" + char\_binary;

output += char\_binary;

}

return output;

}

private string CorrectKeyWord(string input, int lengthKey)

{

if (input.Length > lengthKey)

input = input.Substring(0, lengthKey);

else

while (input.Length < lengthKey)

input = "0" + input;

return input;

}

private string EncodeDES\_One\_Round(string input, string key)

{

string L = input.Substring(0, input.Length / 2);

string R = input.Substring(input.Length / 2, input.Length / 2);

return (R + XOR(L, f(R, key)));

}

private string DecodeDES\_One\_Round(string input, string key)

{

string L = input.Substring(0, input.Length / 2);

string R = input.Substring(input.Length / 2, input.Length / 2);

return (XOR(f(L, key), R) + L);

}

private string XOR(string s1, string s2)

{

string result = "";

for (int i = 0; i < s1.Length; i++)

{

bool a = Convert.ToBoolean(Convert.ToInt32(s1[i].ToString()));

bool b = Convert.ToBoolean(Convert.ToInt32(s2[i].ToString()));

if (a ^ b)

result += "1";

else

result += "0";

}

return result;

}

private string f(string s1, string s2)

{

return XOR(s1, s2);

}

private string KeyToNextRound(string key)

{

for (int i = 0; i < shiftKey; i++)

{

key = key[key.Length - 1] + key;

key = key.Remove(key.Length - 1);

}

return key;

}

private string KeyToPrevRound(string key)

{

for (int i = 0; i < shiftKey; i++)

{

key = key + key[0];

key = key.Remove(0, 1);

}

return key;

}

private string StringFromBinaryToNormalFormat(string input)

{

string output = "";

while (input.Length > 0)

{

string char\_binary = input.Substring(0, sizeOfChar);

input = input.Remove(0, sizeOfChar);

int a = 0;

int degree = char\_binary.Length - 1;

foreach (char c in char\_binary)

a += Convert.ToInt32(c.ToString()) \* (int)Math.Pow(2, degree--);

output += ((char)a).ToString();

}

return output;

}

}

}

**«task4.cs»**

using System;

using System.Collections.Generic;

using System.Text;

using System.Text.RegularExpressions;

namespace IS\_L\_3

{

class task4

{

public void Enigma(string text)

{

EnigmaMachine machine = new EnigmaMachine();

EnigmaSettings eSettings = new EnigmaSettings();

querySettings(eSettings);

string message = text;

while (!Regex.IsMatch(message, @"^[a-zA-Z ]+$"))

{

Console.Write("Only letters A-Z is allowed, try again: ");

message = Console.ReadLine();

}

message = message.Replace(" ", "").ToUpper();

// Enter settings on machine

machine.setSettings(eSettings.rings, eSettings.grund, eSettings.order, eSettings.reflector);

// The plugboard settings

foreach (string plug in eSettings.plugs)

{

char[] p = plug.ToCharArray();

machine.addPlug(p[0], p[1]);

}

// Message encrypt

Console.WriteLine();

Console.WriteLine("Your text:\t" + message);

string enc = machine.runEnigma(message);

Console.WriteLine("Encrypted:\t" + enc);

// Reset the settings before decrypting!

machine.setSettings(eSettings.rings, eSettings.grund, eSettings.order, eSettings.reflector);

// Message decrypt

string dec = machine.runEnigma(enc);

Console.WriteLine("Decrypted:\t" + dec);

Console.WriteLine();

Console.ReadLine();

}

private static void querySettings(EnigmaSettings e)

{

e.setDefault();

//string r;

//Console.Write("Do you want to: [1] Specify settings [2] Use default settings? (Default: [2]): ");

//r = Console.ReadLine();

//while (r != "1" && r != "2" && r != "")

//{

// Console.Write("Invalid input, enter 1, 2 or 3 ");

// r = Console.ReadLine();

//}

//if (r == "1")

//{

// Console.Write("Enter the ring settings (Ex. AAA, MCK, Default: AAA): ");

// r = Console.ReadLine();

// if (r == "")

// e.rings = new char[] { 'A', 'A', 'A' };

// else

// e.rings = r.ToCharArray();

// Console.Write("Enter the inital rotor start settings (Ex. AAA, MCK, Default: AAA): ");

// r = Console.ReadLine();

// if (r == "")

// e.grund = new char[] { 'A', 'A', 'A' };

// else

// e.grund = r.ToCharArray();

// Console.Write("Enter the order of the rotors (Ex. I-II-III, III-I-II, Default: I-II-III): ");

// r = Console.ReadLine();

// if (r == "")

// e.order = "I-II-III";

// else

// e.order = r;

// Console.Write("Enter the reflector to use (A, B, or C, Default: B): ");

// r = Console.ReadLine();

// if (r == "")

// e.reflector = 'B';

// else

// e.reflector = r.ToCharArray()[0];

// Console.Write("Enter the plugboard configuration (Ex. KH AB CE IJ, Default: None): ");

// r = Console.ReadLine();

// if (r == "")

// e.plugs.Clear();

// else

// {

// string[] plugs = r.Split(' ');

// foreach (string s in plugs)

// {

// e.plugs.Add(s);

// }

// }

//}

//else if (r == "2" || r == "")

//{

// e.setDefault();

//}

Console.WriteLine();

}

private class EnigmaSettings

{

public char[] rings { get; set; }

public char[] grund { get; set; }

public string order { get; set; }

public char reflector { get; set; }

public List<string> plugs = new List<string>();

public EnigmaSettings()

{

setDefault();

}

public void setDefault()

{

rings = new char[] { 'A', 'A', 'A' };

grund = new char[] { 'A', 'A', 'A' };

order = "I-II-III";

reflector = 'B';

plugs.Clear();

}

}

}

class EnigmaMachine

{

/\* Enigma Machine

Modelled after Enigma I, from ~1930

\*/

private Dictionary<Char, Char> plugBoard;

// The machine has three rotors and a reflector

private Rotor[] rotors;

private Rotor reflector;

private const string alphabet = "ABCDEFGHIJKLMNOPQRSTUVWXYZ";

// Rotor and reflectors. These configurations are constant and the same on every Enigma machine

private const string rotorIconf = "EKMFLGDQVZNTOWYHXUSPAIBRCJ";

private const string rotorIIconf = "AJDKSIRUXBLHWTMCQGZNPYFVOE";

private const string rotorIIIconf = "BDFHJLCPRTXVZNYEIWGAKMUSQO";

private const string reflectorAconf = "EJMZALYXVBWFCRQUONTSPIKHGD";

private const string reflectorBconf = "YRUHQSLDPXNGOKMIEBFZCWVJAT";

private const string reflectorCconf = "FVPJIAOYEDRZXWGCTKUQSBNMHL";

// Rotor class representing one rotor

private class Rotor

{

// The current char of the alphabet, and position of it. This char is visible outside the machine

private int outerPosition;

public char outerChar { get; set; }

// The fixed alphabet of the rotor

private string wiring;

// turnOver is the notch on which letter the rotors turnover point is

private char turnOver;

public string name { get; }

// Ring is the wiring setting relative to the turnover notch and position

// Basically part of the initialization vector

public char ring { get; set; }

public int[] map { get; }

public int[] revMap { get; }

public Rotor(string w, char to, string n)

{

turnOver = to;

outerPosition = 0;

ring = 'A'; // A default ring setting

name = n;

map = new int[26];

revMap = new int[26];

setWiring(w);

}

public void setWiring(string newW)

{

wiring = newW;

outerChar = wiring.ToCharArray()[outerPosition];

// Fill the mapping arrays

for (int i = 0; i < 26; i++)

{

int match = ((int)wiring.ToCharArray()[i]) - 65;

map[i] = (26 + match - i) % 26;

revMap[match] = (26 + i - match) % 26;

}

}

public void setOuterPosition(int i)

{

outerPosition = i;

outerChar = alphabet.ToCharArray()[outerPosition];

}

public int getOuterPosition()

{

return outerPosition;

}

public void setOuterChar(char c)

{

outerChar = c;

outerPosition = alphabet.IndexOf(outerChar);

}

public void step()

{

outerPosition = (outerPosition + 1) % 26;

outerChar = alphabet.ToCharArray()[outerPosition];

}

public bool isInTurnOver()

{

return outerChar == turnOver;

}

}

private void rotateRotors(Rotor[] r)

{

if (r.Length == 3)

{

if (r[1].isInTurnOver())

{

// If rotor II is on turnOver, all rotors step

r[0].step();

r[1].step();

}

else if (r[2].isInTurnOver())

{

// If rotor III is on turnOver, the two rotors to the right step

r[1].step();

}

// Rotor III always steps

r[2].step();

}

}

// Apply the rotor scramble to character using all three rotors

// Argumentent reverse decides which direction we are scrambling

private char rotorMap(char c, bool reverse)

{

int cPos = (int)c - 65;

if (!reverse)

{

for (int i = rotors.Length - 1; i >= 0; i--)

{

cPos = rotorValue(rotors[i], cPos, reverse);

}

}

else

{

for (int i = 0; i < rotors.Length; i++)

{

cPos = rotorValue(rotors[i], cPos, reverse);

}

}

return alphabet.ToCharArray()[cPos];

}

private int rotorValue(Rotor r, int cPos, bool reverse)

{

int rPos = (int)r.ring - 65;

int d;

if (!reverse)

d = r.map[(26 + cPos + r.getOuterPosition() - rPos) % 26];

else

d = r.revMap[(26 + cPos + r.getOuterPosition() - rPos) % 26];

return (cPos + d) % 26;

}

// Apply the reflector, the part that comes after the rotors

private char reflectorMap(char c)

{

int cPos = (int)c - 65;

cPos = (cPos + reflector.map[cPos]) % 26;

return alphabet.ToCharArray()[cPos];

}

// Constructor

public EnigmaMachine()

{

plugBoard = new Dictionary<char, char>();

// Notch and alphabet are fixed on the rotor

// First argument is alphabet, second is the turnover notch

Rotor rI = new Rotor(rotorIconf, 'Q', "I");

Rotor rII = new Rotor(rotorIIconf, 'E', "II");

Rotor rIII = new Rotor(rotorIIIconf, 'V', "III");

rotors = new Rotor[] { rI, rII, rIII }; // Default ordering of rotors

reflector = new Rotor(reflectorAconf, ' ', "");

}

public void setReflector(char conf)

{

if (conf != 'A' && conf != 'B' && conf != 'C')

{

throw new ArgumentException("Invalid argument");

}

string wiring = "";

switch (conf)

{

case 'A':

wiring = reflectorAconf;

break;

case 'B':

wiring = reflectorBconf;

break;

case 'C':

wiring = reflectorCconf;

break;

}

reflector.setWiring(wiring);

}

// Enter the ring settings and initial rotor positions

public void setSettings(char[] rings, char[] grund)

{

if (rings.Length != rotors.Length || grund.Length != rotors.Length)

{

throw new ArgumentException("Invalid argument lengths");

}

for (int i = 0; i < rotors.Length; i++)

{

rotors[i].ring = Char.ToUpper(rings[i]);

rotors[i].setOuterChar(Char.ToUpper(grund[i]));

}

}

public void setSettings(char[] rings, char[] grund, string rotorOrder)

{

Rotor rI = null;

Rotor rII = null;

Rotor rIII = null;

// Get the current ordering

for (int i = 0; i < rotors.Length; i++)

{

if (rotors[i].name == "I")

rI = rotors[i];

if (rotors[i].name == "II")

rII = rotors[i];

if (rotors[i].name == "III")

rIII = rotors[i];

}

string[] order = rotorOrder.Split('-');

// Set the new ordering

for (int i = 0; i < order.Length; i++)

{

if (order[i] == "I")

rotors[i] = rI;

if (order[i] == "II")

rotors[i] = rII;

if (order[i] == "III")

rotors[i] = rIII;

}

setSettings(rings, grund);

}

public void setSettings(char[] rings, char[] grund, string rotorOrder, char reflectorConf)

{

setReflector(reflectorConf);

setSettings(rings, grund, rotorOrder);

}

// Encrypts or decrypts a message

public string runEnigma(string msg)

{

StringBuilder encryptedMessage = new StringBuilder();

msg = msg.ToUpper();

foreach (char c in msg)

{

encryptedMessage.Append(encryptChar(c));

}

return encryptedMessage.ToString();

}

// Encrypts (or decrypts) a single character

private char encryptChar(char c)

{

// Rotate the rotors before scrambling

rotateRotors(rotors);

// Into plugboard from keyboard <--

if (plugBoard.ContainsKey(c))

{

c = plugBoard[c];

}

// Scramble with rotors

// First we go all the way through the rotors <--

c = rotorMap(c, false);

// Reflect at the end so we don't just unscramble it again when we go back

// If the line below is commented out, the cipher will be equal to the message

c = reflectorMap(c);

// Go back through all the rotors the other way -->

c = rotorMap(c, true);

// Plugboard again, from other direction -->

if (plugBoard.ContainsKey(c))

{

c = plugBoard[c];

}

// Character is now encrypted

return c;

}

// Add a character pair into the plugboard

public void addPlug(char c, char cc)

{

if (Char.IsLetter(c) && Char.IsLetter(cc))

{

c = Char.ToUpper(c);

cc = Char.ToUpper(cc);

if (c != cc && !plugBoard.ContainsKey(c))

{

plugBoard.Add(c, cc);

plugBoard.Add(cc, c);

}

}

else

{

throw new ArgumentException("Invalid character");

}

}

}

}